В WPF кроме обработки событий приложение может взаимодействовать с пользователем с помощью команд. **Команды** представляют механизм выполнения какой-нибудь задачи, например, копирования текста - когда мы нажимаем Ctrl+C, то мы копируем текст в буффер. В процессе копирования выполняется ряд действий, и все вместе эти действия объединяются в одну команду. Использование команд помогает нам сократить объем кода и использовать одну и ту же команду для нескольких элементов управления в различных местах программы. Таким образом, команды позволяют абстрагировать набор действий от конкретных событий конкретных элементов.

В некотором роде команды в WPF являются реализацией общераспространенного паттерна Команда.

Модель команд в WPF состоит из четырех аспектов:

* Сама **команда**, которая представляем выполняемую задачу
* **Привязка команд**, которая связывает команду с определенной логикой приложения
* **Источник команды** - элемент пользовательского интерфейса, который запускает команду (например, кнопка, по нажатию который выполняется команда)
* **Цель команды** - элемент интерфейса, на котором выполняется команда

### Команда

Все команды реализуют интерфейс System.Window.Input.ICommand:

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | public interface ICommand  {      event EventHandler CanExecuteChanged;      void Execute (object parameter);      bool CanExecute (object parameter);  } |

Метод **Execute** предназначен для хранения логики команды. Функция **CanExecute** возвращает true, если команда включена и доступна для использования, и false, если команда отключена. Событие **CanExecuteChanged** вызывается при изменении состояния команды.

В WPF этот интерфейс реализован встроенным классом **System.Windows.Input.RoutedCommand**, который является базовым для всех встроенных команд. Поэтому, если нам потребуется создать свой класс команды, мы можем либо реализовать ICommand, либо унаследовать свой класс команды от RoutedCommand.

WPF уже обладает большим набором встроенных команд. Все они представляют объекты класса **RoutedUICommand**, который является производным от RoutedCommand.

Все встроенные команды объединяются в семь групп, и каждую такую группу представляет отдельный статический класс. А отдельные команды реализованы как статические свойства этих классов:

* Общие команды приложения представлены классом **ApplicationCommands**. Это команды: **CancelPrint** (Отменить печать), **Close** (Закрыть), **ContextMenu** (Конекстное меню), **Copy** (Копировать), **CorrectionList** (Список исправлений), **Cut** (Вырезать), **Delete** (Удалить), **Find** (Найти), **Help** (Справка), **New** (Создать), **Open** (Открыть), **Paste** (Вставить), **Prit** (Печать), **PrintPreview** (Предварительный просмотр), **Properties** (Свойства), **Redo** (Повторить), **Replace** (Заменить), **Save** (Сохранить), **SaveAs** (Сохранить как), **SelectAll** (Выделить все), **Stop** (Остановить), **Undo** (Отменить) и т.д.
* Команды навигации применяются для навигации по содержимому, например, в браузерных приложениях. Они представлены классом **NavigationCommands**: **BrowseBack** (Назад), **BrowseForward** (Вперед), **BrowseHome** (Домой / На главную страницу)

, **BrowseStop** (Остановить), **Favorites** (Избранное), **FirstPage** (Первая страница), **GoToPage** (Переход), **LastPage** (Последняя страница), **NextPage** (Следующая страница), **PreviousPage** (Предыдущая страница), **Refresh** (Обновить) и т.д.

* Команды компонентов интерфейса используются для перемещения и выделения содержимого элементов управления. Они представлены классом **ComponentCommands**: **MoveDown** (Переместить курсор вниз), **MoveLeft** (Переместить курсор влево), **MoveRight** (Переместить курсор вправо), **MoveUp** (Переместить курсор вверх), **ScrollPageDown** (Прокрутить вниз), **SelectToEnd** (Прокрутить вверх) и т.д.
* Команды редактирования документов представлены классом **EditingCommands**: **AllignCenter** (Выравнивание по центру), **DecreaseFontSize** (Уменьшение высоты шрифта), **MoveDownByLine** (Переход на строку вниз) и т.д.
* Команды для управления мультимедиа представлены классом **MediaCommands**: **DecreaseVolume** (Уменьшить громкость), **Play** (Воспроизвести), **Rewind** (Перемотка), **Record** (Запись)
* Системные команды представлены классом **SystemCommands**: **CloseWindow** (Закрыть окно приложения), **MaximizeWindow** (Развернуть окно), **MinimizeWindow** (Свернуть окно), **RestoreWindow** (Восстановить окно) и т.д.
* Команды ленты панели инструментов представлены классом **RibbonCommands**: **AddToQuickAccessToolBar** (Добавить на для быстрого доступа), **MaximizeRibbonCommand** (Развернуть ленту панели инструментов) и т.д.

Это только некоторые команды. И гораздо много, и они охватывают множество ситуаций.

### Источник команд

Источником команды является элемент, который вызывает команду. Однако не каждый элемент управления может быть источником. Для этого он должен реализовать интерфейс ICommandSource:

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | public interface ICommandSource  {      ICommand Command {get;}      object CommandParameter {get;}      IInputElement CommandTarget {get;}  } |

* Свойство Command представляет выполняемую команду. Однако это свойство игнорируется системой, если объект, реализующий интерфейс ICommand, не является наследником класса RoutedCommand.

Как понятно из объявления интерфейса, элемент, его реализующий, может принимать только одну команду.

* Свойство CommandParameter представляет параметр выполняемой команды - это те данные, которые передаются команде
* Свойство CommandTarget представляет цель команды, то есть элемент, для которого выполняется команда. Нередко в качестве цели команды выступает тот же самый элемент, который и вызывает команду, а свойство имеет значение null

Допустим, если у нас есть кнопка, и мы хотим к ней добавить команду ApplicationCommands.Help, то мы могли бы в коде XAML прописать так:

|  |  |
| --- | --- |
| 1 | <Button x:Name="helpButton" Command="ApplicationCommands.Help" Content="Help" /> |

Также допустимо сокращение название команды:

|  |  |
| --- | --- |
| 1 | <Button x:Name="helpButton" Command="Help" Content="Help" /> |

Либо можно сделать это в коде C#:

|  |  |
| --- | --- |
| 1 | helpButton.Command = ApplicationCommands.Help; |

### Привязка команд

Все команды, в том числе и встроенные, не содержат конкретного кода по их выполнению. Это просто специальные объекты, которые представляют некоторую задачу. Чтобы связать эти команды с реальным кодом, который бы выполнял некоторые действия, нужно использовать привязку команд.

Привязка команд представляет объект **CommandBinding**. Его событие Executed прикрепляет обработчик, который будет выполняться при вызове команды. А свойство Command уставливает саму команду, к которой относится обработчик.

Обычная форма установки привязки команды, например, где-нибудь в конструкторе класса MainWindow:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | // создаем привязку команды  CommandBinding commandBinding = new CommandBinding();  // устанавливаем команду  commandBinding.Command = ApplicationCommands.Help;  // устанавливаем метод, который будет выполняться при вызове команды  commandBinding.Executed += CommandBinding\_Executed;  // добавляем привязку к коллекции привязок элемента Button  helpButton.CommandBindings.Add(commandBinding); |

Команда добавляется в коллекцию CommandBindings элемента Button. И после этого, если мы вызовем команду, то будет выполняться метод CommandBinding\_Executed, который может быть определен, к примеру, следующим образом:

|  |  |
| --- | --- |
| 1  2  3  4 | private void CommandBinding\_Executed(object sender, ExecutedRoutedEventArgs e)  {      MessageBox.Show("Справка по приложению");  } |

Также мы можем определить привязку в коде XAML:

|  |  |
| --- | --- |
| 1  2  3  4  5 | <Button x:Name="helpButton" Command="ApplicationCommands.Help" Content="Help">      <Button.CommandBindings>          <CommandBinding Command="Help" Executed="CommandBinding\_Executed" />      </Button.CommandBindings>  </Button> |

Это форма определения привязки команды будет аналогично той, что использовалась в коде C#.

### Маршрутизация команд

Как и события, команды в WPF являются маршрутизированными. А это значит, что команду можно вызвать на одном элементе и она будет идет вверх от вложенного элемента к контейнеру. К примеру, определим следующий код xaml:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15 | <Window x:Class="CommandsApp.MainWindow"          xmlns="http://schemas.microsoft.com/winfx/2006/xaml/presentation"          xmlns:x="http://schemas.microsoft.com/winfx/2006/xaml"          xmlns:d="http://schemas.microsoft.com/expression/blend/2008"          xmlns:mc="http://schemas.openxmlformats.org/markup-compatibility/2006"          xmlns:local="clr-namespace:CommandsApp"          mc:Ignorable="d"          Title="MainWindow" Height="250" Width="300">      <Window.CommandBindings>          <CommandBinding Command="Help" Executed="WindowBinding\_Executed" />      </Window.CommandBindings>      <Grid>          <Button x:Name="helpButton" Command="ApplicationCommands.Help" Content="Help" />      </Grid>  </Window> |

И в файле кода пропишем метод WindowBinding\_Executed:

|  |  |
| --- | --- |
| 1  2  3  4 | private void WindowBinding\_Executed(object sender, ExecutedRoutedEventArgs e)  {      MessageBox.Show("Вызов справки");  } |

При нажатии на кнопку команда пойдет вверх от кнопки, которая ее вызвала, к объектам контейнерам - Grid и Window. И так как у элемента Window в коллекцию привязок добавлена привязка для команды Help, то она будет использоваться для выполнения этой команды.

### Пример использования команд

Теперь объединим все и создадим систему для вызова команды. Для этого определим код XAML:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19 | <Window x:Class="CommandsApp.MainWindow"          xmlns="http://schemas.microsoft.com/winfx/2006/xaml/presentation"          xmlns:x="http://schemas.microsoft.com/winfx/2006/xaml"          xmlns:d="http://schemas.microsoft.com/expression/blend/2008"          xmlns:mc="http://schemas.openxmlformats.org/markup-compatibility/2006"          xmlns:local="clr-namespace:CommandsApp"          mc:Ignorable="d"          Title="MainWindow" Height="250" Width="300">      <DockPanel>          <Menu DockPanel.Dock="Top" MinHeight="25">              <MenuItem Header="File" />              <MenuItem Header="Edit">                  <MenuItem Header="Copy" CommandTarget="{Binding ElementName=txtBox}" Command="Copy"/>                  <MenuItem Header="Paste" CommandTarget="{Binding ElementName=txtBox}" Command="Paste"/>              </MenuItem>          </Menu>          <TextBox x:Name="txtBox" />      </DockPanel>  </Window> |

Здесь два пункта меню Copy и Paste будут вызывать соответствующие команды. Причем здесь мы не задаем привязку для этих команд, так как для команд Copy, Cut, Redo, Undo и Paste уже опредлены встроенные привязки. Поэтому в данном случае нам не надо вносить в файл кода C# никаких изменений.

Кроме того, здесь с помощью выражения CommandTarget="{Binding ElementName=txtBox}" мы указываем, что команды будут направлены на текстовое поле, которое будет целью команд. И теперь запустим проект:

![C:\Users\KAB6-Teacher\Pictures\7.1.png](data:image/png;base64,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)![C:\Users\KAB6-Teacher\Pictures\7.2.png](data:image/png;base64,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)

Если в буфере обмена ничего нет, то команда Paste будет неактивной. Также если в текстовом поле не выделен текст, то пункт меню Copy также будет не активным. При выделении текста становится активным пункт меню Copy, а после копирования в буфер и пункт меню Paste.